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# Project Description

**Intro**

This project will consist of a Student Information Management System. This system will keep track of student details via database and allow administrators to edit these details and allow students to view their own details. The system will have two modes of usage; administrator mode and user mode. Users will be able to login using their passwords and view information the system has kept track of via database. Upon giving the system credentials, users will be logged in as an administrator or student depending on which account the given credentials belong too.

**Student Functionality**

If user logs in on student account, they will be sent to the main student page, which will list all relevant student information from the database system.

The top of the page will include:

* Student First Name
* Student Last Name
* Student ID
* Student Unofficial GPA.

The center of the page will display a list containing information of every course the student is currently enrolled in.

This will include information such as:

* Course Name
* Course CRN Number
* Course Date Interval
* Course Time Interval

Each course element within the list will be click-able. Clicking a course element within the list will display another window containing that grades that student has earned within that course.

The bottom of the page will simply list the user-name of the currently logged in user.

**Administrator Functionality**

If user logs in on administrator account, the application will display the main administrator page, which will contain a list of all students and their information at the center-left of the window along with a student counter at the top of the window.

Information displayed within list will include:

* Student ID
* Student User-name
* Student Last Login Time
* Student GPA
* Student Major

Clicking on one of the listed student elements will display that student’s view to the center-right of the screen. From this view, administrators will be able to edit the student’s information.

In addition, there will be options to add a student, as well as remove a student. When removing students, administrator will select the student elements from the list they want deleted, then simply press the remove button provided. This action will remove all information of the student or students from the database student table. If administrator select the option to add a new student, a create student window will be displayed. This window will contain information fields the administrator can fill in then add information to the database.

The create student window will contain the following data input:

* Student ID
* Student User-name
* Student Last Login Time
* Student Major
* Add/Remove Course

The bottom of the window will simply display the user-name currently logged in.

# Domain Knowledge

## Glossary

|  |  |
| --- | --- |
| **Term** | **Definition** |
| Student | Person who |
| Course |  |
| Register |  |
| Grades |  |
|  |  |

|  |  |
| --- | --- |
| **Acronym** | **Meaning** |
| GUI | Graphical User Interphase |
| DB | Database |
| DBMS | Database Management System |
| CRN | Course Number |
| GPA | Grade Point Average |

# Class Diagram

# 

# Functional Requirements

# User Login System

* Login system checks whether user is an administrator or student. If they are not in the database then they will have to be added by the administrator.
* Student login sessions will be directed to student view window, which will supply read only access to that login instance.
* Admin login sessions will be directed to an admin view window, allowing the admin to view and edit every student within the database.

# Student Information to be Stored/Calculated

* Student name (First and Last)
* Student username
* Student email
* Student password
* Student ID
* Student courses
* Unofficial GPA

**Student Course Information to be Stored/Calculated**

* Course Name
* Course GPA
* Course CRN
* Course date interval
* Course time interval
* Course scores.

**Updating Student and Student Course Information**

* Allow admins to view and manage all the above properties.

**Viewing Student Information**

* Allow students to only view their information and no other students.

# Use Cases

### Use Case 1

|  |  |
| --- | --- |
| Actor(s) | Student, Administrator |
| Goals of actor | To login to application |
| Tasks | Actor must press select option to log in and enter user information. Input is then checked against information in database user table. If information is correct, then user is successfully logged in. |
| Preconditions | User information must be in the database, be they administrator or student. |
| Exceptions | The actor may quit/exit the program. |
|  |  |

### Use Case 2

|  |  |
| --- | --- |
| Goals of actor | To view student information. |
| Tasks | Actor will have a grid view of all students in the system, sorted alphabetically. |
| Preconditions | The program must have launched successfully, user information must be in the database, and user must have logged in. |
| Exceptions | The actor may quit/exit the program. Actor may choose to remove a student from the database or to add a new student into the system. Actor may also choose to update a certain attribute of student. |

### Use Case 3

|  |  |
| --- | --- |
| Goals of actor | Add student into system |
| Tasks | Actor must press select option to log in and enter user information. Actor must have administrator access. Once logged in they must select the option to add a new student. A new page will open. Each box must be filled in. Once filled in, actor must go through “add course” and “add grade” use cases. Once completed all information will be added to the database system. Records will be added in Student, course, and grades tables. |
| Preconditions | The program must have launched successfully and user must have administrator access. |
| Exceptions | The actor may quit/exit the program. Actor may also to choose to add course and add grade. |

### Use Case 4

|  |  |
| --- | --- |
| Goals of actor | Add course information for student |
| Tasks | Actor must press select option to add a course from the add student page. A new page will open with fill in boxes, each corresponding to course information necessary. Once filled in actor must go through “add grades” use case. Once completed, information will be added to Course and Student tables. |
| Preconditions | The program must have launched successfully. User must have administrator access. Actor must also have to selected option to add a student and filled in student information boxes. |
| Exceptions | The actor may quit/exit the program. Add grades. |

### Use Case 5

|  |  |
| --- | --- |
| Goals of actor | Add grades for student |
| Tasks | Actor must press select option to add grades from “add course” page. Actor must then fill in b |
| Preconditions | The program must have launched successfully. Actor must have administrator access and have gone through the “add student” and “add course” use cases |
| Exceptions | The actor may quit/exit the program. Actor may also to choose to add course and add grade. |

### Use Case 6

|  |  |
| --- | --- |
| Goals of actor | Remove student information |
| Tasks | Actor must check all students whom they wish to remove and select the option to remove. Once selected, the database will check all records corresponding to that/those student(s) and remove them. |
| Preconditions | The program must have launched successfully. Actor must have administrator access and student information must be in the database. |
| Exceptions | The actor may quit/exit the program. Actor may choose to cancel delete and or select option to add a student. |

### Use Case 7

|  |  |
| --- | --- |
| Goals of actor | Update student information |
| Tasks | Actor must press select option to log in and enter user information. Once logged in, if status is administrator then they may choose a student and select option to update student information. |
| Preconditions | The program must have launched successfully and user information must be in the database. User must be of administrator status. |
| Exceptions | The actor may quit/exit the program. The actor may choose to go back to previous page by exiting current page. |

# Non-Functional Requirements

## Cost Constraints

* No cost constraints. There is no budget.

## Reliability

## Time Constraints

1. Unorthodox meeting schedule.
2. University courses and course work.
3. Work schedules.
4. Individual task ambiguity.

# Technical Processes & Team Organization

## Process Model

For our project we will be using the prototype and waterfall life-cycle models. In addition we decided to implement a combination of democratic and chief team dynamics. We have assigned the following positions for each team member:

* Project Leader: Justin Sexton
* Database Manager: Mike Schultz
* Secretary: German Villalobos
* Programmer: Daniel Torres, Carlos Moreno, German Villalobos.

## Tools, & Techniques

The workflows will be performed in accordance with the Unified Process. Methods of communication include: Email, schedule meetings, and online app SLACK.

### Programming Environment

### The product will be implemented in Java with the following IDE: IntelliJ.

### Database Environment

SQL Workbench – local database.

### Version Control

Windows 7 to Windows 10 and OSX.

# Test Cases